TEST
CONCURRENT PROGRAMMING

code: 201400537
date: 19 June 2015
time: 13.45-16.45

- This is an ‘open book’ examination. You are allowed to have a copy of Java Concurrency
in Practice,, and a copy of the (unannotated) lecture slides. You are not allowed to take
personal notes and (answers to) previous examinations with you.

- You can earn 100 points with the following 7 questions. The final grade is computed as
the number of points, divided by 10.
Students in the Programming Paradigms module need to obtain at least a 5.0 for the test.
Students for the Concurrent & Distributed Programming course also need to obtain at
least a 5.0 for the test. This test result is 80 % of your final grade (the other 20 % is given
by the distributed programming homework).
Students that attended at least 6 out of 7 exercise sessions obtain a 1.0 bonus.

Question 1 (15 points)

Suppose we have an application with NV producers and /N consumers that share information over a bounded queue.
For performance reasons, each producer has its own queue where it can store the data it produces (thus, there are
N queues in total).

Discuss three different possible ways to implement the consumers for this application. For each possibility,
discuss the advantages and disadvantages.

Question 2 (10 points)

A CountdownLatch is a synchronizer that allows one or more threads to wait until a set of operations being
performed in other threads completes.
A CountDownLatch is initialized with a given count. It has two methods:

e void await (), and
® void countDown ().

The await method blocks until the current count reaches zero. Each invocation of the countDown() method lowers
this count by one. When count reaches 0, all waiting threads are released and any subsequent invocations of await
return immediately. The CountDownLatch is a one-shot phenomenon — the count cannot be reset.

a. (7 pnts.) Implement a CountDownLatch using locks.

b. (3 pnts.) Discuss possible optimisations to improve the performance of your countdown latch implementa-
tion.
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Question 3 (20 points)

Consider an application that implements a simple flight management system. There are several classes used in this
system: Passenger, City, Pilot, and Flight. The class F1ight implements all kinds of methods to manage
everything around the flight. Some implementation details are left out, as they are irrelevant for this assignment.

This application contains several concurrency problems. Discuss five different problems, and explain why they
are a problem, for example by discussing an execution that illustrates the problem.

public class Passenger {
private String name;
private int age;
private int miles;
private boolean wantsTaxi;
public synchronized boolean wantsTaxi () {

return wantsTaxi;

public synchronized String getName () ({
return name;

public synchronized void updateMiles (City from, City to) {
miles = miles + from.distanceTo (to);

public class City {
String name;
public synchronized int distanceTo(City c) {
int result = 0;

//lookup distance to c in table
return result;

public synchronized void bookTaxi (Passenger p) {
String name = p.getName ();
// send message to taxi company

public class Pilot {

Flight flight;
String name;

public void assignedToFlight (Flight flight) {
this.flight = flight;

public enum Status {

FLYING, TAXYING, LANDED, READYFORTAKEOFF, BOARDING, EMPTY
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1 import java.util.concurrent.locks.Lock;

2 import java.util.concurrent.locks.ReentrantLock;

4+ public class Flight {

39
40
41
2

43

Lock pilotLock = new ReentrantLock ();
private Status status;

final int seats;

final City from, to;

private volatile Passenger reservation|[];

public Flight (int seats, City from, City to) {
this.seats = seats;
this.from = from;
this.to = to;
this.status = Status.EMPTY;
reservation = new Passenger[seats]; }

//@ requires status == Status.BOARDING;
public void boardingCompleted () {
status = Status.READYFORTAKEOFF; }

//@ requires status == Status.READYFORTAKEOFF;
public void permissionToLeave () {
status = Status.TAXYING; }

//@ requires status == Status.TAXYING;
public void permissionToFly () {
status = Status.FLYING; }

public int available () {

int count = 0;
for (int i=0; i < seats; i++){
if (reservation [i] == null) count++;

}

return count; }

public void book (Passenger p) {
for (int 1 = 0; 1 < seats; i++){
if (reservation[i] == null) reservation[i] = p;

b}

public void taxiService () {
for (int i = 0; i < seats; i++) {
if (reservation[i].wantsTaxi (
to.bookTaxi (reservation[i

Prod

)) |
1)i

public void updateMiles () {
for (int i = 0; i < seats; i++) {
reservation([i] .updateMiles (from, to);

public void assignPilot (Pilot p) {
pilotLock.lock () ;
p.assignedToFlight (this);
pilotLock.unlock () ;
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Question 4 (20 points)

Consider the following recursive Tree implementation.

public class Tree {

private Tree left, right;
private int value;

public Tree(int v, Tree 1, Tree r) {

value = v;
left = 1;
right = x;

public synchronized void insert (int v) {
if (left == null) ({
Tree node = new Tree(v, null, null);
left = node;
}
else {
left.insert (v);

public synchronized boolean swapSubtrees (int v) {
if (value == v) {
Tree temp = left;
left = right;
right = temp;
return true;

}

else {
if (left == null && right == null) ({
return false;
}
else {

if (left == null) ({
return right.swapSubtrees (v);

}
else {
return left.swapSubtrees(v) || right.swapSubtrees (v);

public String toString() {

It contains a method insert, which inserts a new element as the leftmost element of the tree, and a method
swapSubtrees (V v), which swaps the left and right subtree of a node containing the value v.

a. (3 pnts.) To make the class suited for concurrent usage, all methods are synchronized. Explain why this is
done.

b. (5 pnts.) The use of synchronized in this case can have a negative impact on performance, in particular for
large trees. Explain why this is the case, and discuss a lock-based solution that at least partially addresses
this problem.
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c. (6 pnts.) Another option to improve performance is to use lock-free operations. Is it possible to make

insert lock-free? If so, show how is this done. If not, discuss why not.

d. (6 pnts.) Is it possible to make swapSubtrees lock-free? If so, show how is this done. If not, discuss why

not.

Question 5 (15 points)

a. (7 pnts.) In hardware, stencil operations update the elements of an array by inspecting the neighbouring

elements, and computing a new value based on the neigbhouring values, and the current value of the element
itself.

Write a kernel that implements a one-dimensional stencil operation on an array input, such that a matrix
output is produced, containing the result of the first 10 iterations of the stencil computation. In each itera-
tion, the new value of input [i] is computed as the result of £ (input [i - 1], input([i], input[i + 1]).

Make sure your kernel is free of data races.

In the boundary cases, the missing argument may be set to 0. Thus, the next value of input [0] is computed
as £ (0, input[0], input[l]).

Note: you are free to write your kernel in pseudocode notation, it is not required to use the precise OpenCL
syntax. Further, you may assume both input and output are stored in global memory.

(8 pnts.) Implement the takeMvar and putMvar operations for the Haskell type Mvar using Software
Transactional Memory (STM).

type MVar a = TVar (Maybe a)
newEmptyMVar :: IO (MVar a)

newEmptyMVar = atomically $ do
newTVar Nothing

takeMVar :: MVar a -> I0 a
takeMVar mvar = -- to be implemented
putMVar :: MVar a -> a —-> IO ()

putMVar mvar = -- to be implemented
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Question 6 (10 points)

For the following cases, explain whether it is possible to have r1 = r2 = 4 at the end of an execution. Motivate
your answer.

a. (3 pnts.)
initially x = y = 3

rl := x r2 :=y
y = 4 x := 4

b. (3 pnts.)
initially x = y = 3
lock (ml) lock (m2)
rl = x r2 :=y
unlock (ml) unlock (m2)
lock (m2) lock (ml)
y = 4 X =4
unlock (m2) unlock (ml)

C. (4 pnts.) Consider two neighbours that have a shared garden. One neighbour has a cat, and the other
neighbour has a dog. Whenever the cat and the dog are in the garden together, they end up in fight. Therefore,
the two neighbours have agreed on an alternating system, where the cat and the dog are left out in turns.
When it is the dog’s turn, he is free to enter the garden. When the dog is called in again, it will become the
cat’s turn, efc. Here’s an implementation of their system.

i class Garden {

2 private boolean dogsTurn = false;
3 private boolean catsTurn = true;
4 private boolean catInGarden = false;
5 private boolean dogInGarden = false;
6

7 public void letDogInGarden() {

8 while (! dogsTurn);

9 dogInGarden = true;

10 }

11

12 public void callDog() {

13 dogInGarden = false;

14 dogsTurn = false;

15 catsTurn = true;

16 }

17

18 public void letCatInGarden () {

19 while (! catsTurn);

20 catInGarden = true;

21 }

22

23 public void callCat () {

24 catInGarden = false;

25 catsTurn = false;

2 dogsTurn = true;
27 }
8}
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Suppose neighbour 1 is implemented as a thread continuously leaving the cat out in the garden, and then
calling it in again.

1 class Neighbourl extends Thread {

3 Garden g;

4

5 public void run() {

6 while (true) {

7 g.letCatInGarden () ;
8 // do something else
9 g.callCat () ;

2}

Neighbour 2 is implemented similarly, but leaving the dog out, and later calling it in again.

Discuss, using the notion of memory model, whether the two neighbours succeeded in their effort to make
sure that the cat and the dog are never in the garden together. If you think they did not succeed, what would
be a way to solve it?
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Question 7 (10 points)

Consider the class ThreestoreRegister that defines three registers to store shared data. The write operation
writes in the first empty slot, the read operations reads from the first non-empty slot, and empties it.

public class ThreeStoreRegister<v> {

private vV rl, r2, r3;

//@ requires v != null;
public synchronized void write(V v) throws RegisterFullException {
if (rl == null) {
rl = v;
}
else {
if (r2 == null) {
E2 = w;
}
else {
if (3 == null) |
r3 = v;
}
else {

throw new RegisterFullException ();

}

public synchronized V read() throws RegisterEmptyException {
V result;

if (rl != null) {

result = xrl;

rl = null;

}

else {

if (r2 != null) {
result = r2;
rZ2 = null;

}

else {
if (r3 != null) {
result = r3;
r3 = null;

}
else throw new RegisterEmptyException();

}
}

return result;

a. (2 pnts.) Specify an appropriate guardedBy annotation for this class.

b. (5 pnts.) Make this class blocking, such that there is no more need to throw the RegisterFullException
and RegisterEmptyException. Note: it is not necessary to copy all the code - you can just refer indicate
the changes, and refer to the line numbers in the original code, where appropriate.

c. (3 pnts.) Discuss a more fine-grained approach to your solution. What would be the advantage of this more
fine-grained approach?



